Here’s the problem: have some data with nested time series. Lots of them. It’s  
like there’s many, many little datasets inside my data. There are too many  
groups to plot all of the time series at once, so just want to preview a  
handful of them.

For a working example, suppose we want to visualize the top 50 American female  
baby names over time. start by adding up the total number of births for each  
name, finding the overall top 50 most populous names, and then keeping just the  
time series from those top names.

library(ggplot2)

library(dplyr, warn.conflicts = FALSE)

babynames <- babynames::babynames %>%

filter(sex == "F")

top50 <- babynames %>%

group\_by(name) %>%

summarise(total = sum(n)) %>%

top\_n(50, total)

# keep just rows in babynames that match a row in top50

top\_names <- babynames %>%

semi\_join(top50, by = "name")

Hmm, so what does this look like?

ggplot(top\_names) +

aes(x = year, y = n) +

geom\_line() +

facet\_wrap("name")

![An illegible plot because too many facets are plotted](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFAAAAAxCAAAAABo0nGOAAAAAXNCSVQI5gpbmQAACIVJREFUSImtlttvG8cVxr8zszu7XF6WoniRKFqSLUp2EDtOaqBpghZFH4oC/QP6T/apQF/bh6JNEyROk9iy40tkWY4oiqR4XXLvc/qwa8kPTdMknZf5sPj27Oz8zpw5xPj/DuNSLU+zuc4XmehMlpnovkgBANbmcfbALfQz0QonBADYOQ+YAND+VUBG8rGuXlsDP06iuOztdhjfntnFGwC/GNsT1dkF0k8cdm8w8Pea52/cZDyeFn0u7jNw3+POfrbCaZwILR3gF3HiANhPObICB8BGgwIAuNaebhQMAPh5yhoA3g9UrAHsdFSamArAviFCAMTA9OOJs1rfugFiYjIQEwOAlaTExMR2yMTEBBVlQooIAKXS5JiY+A1vwQBQXfOFjBFMxqWGpaVgMD87u2cTM8YPbzQKxKk+nuxVaTqdb4po3i0IaKR/vHsHvLyPax2DoL/2qtdNAjGAiSHSXn1SrnvDQNxMnoCpuXGyM35FXN0ZRe1vR0J03G+d9aF0+1pVpEJ8CHkzsf3nTpcu+vLW8GxrfXkc17bpMm38QTav6VmOcO5nYvtbDQBQ9V72oGSPMlGLF5nYHIcAANq+opyGf9kScvxuWYdn8bJQbOje7FXRoLhy7Sw8Lfmmvsvh40owqtT3zKcT6dBwz03Cj9opy+s6euzbftTqwAAQhQBAuOUgsQiAu3BQBtxFp6CNVMK92DFCFQigRuW1qAC4DkNZZQA7lpkygEpZBVJnlE+fnJf8WmsnQ2ghICYAxTDOyFU8TUxMwvEyi2n4ABOTrcPcGyRZIlQEgC2ptA6FZdvDkW0bhm2vPheWJZRt2dK2bbJs21oKW5Ft2+ED2zalZVmf9m1bmratPvUsSyj70ZGybSujfA4Rn21Xv0KdhritH8E5+Co1745eAjKF2305JC4HSXvz8ZLMnefYL38OXjNGeNd/Atx+sbRun7/aoyNNtetXlMNpjpDzI7y2jDLRHGYmw81Pua3mmSinqxz3Is5T44py/E+rvLICcU/PjqQRb9jl5fioKOxCqTE/0bZfKLvl3slaasf2Ns16gSmLrhUNezaNqi3Xmw6KXgn1lgDAWmutUTVX82WiAJQKeskAaE2FoQegoOZRkAJiyw+i6QJAiYKpALBYaW17BrBYLhbhRUb55PlFJXC3KxnCIi8zcu4qyijXxxllWZnkiaAWGeVSusrgVr0sI1A3AHSeR4uV8DpMTIkhIYkBTxhFm5iYNZXz4iDybwpRHkcbxGSwQUx/3TqQRU1Mz4O3M8ovwWH/+igWDMHvpIcA2JG3RsfEQNzsHg+1IEa7/cgjAnBQvm9WLgC8J/TkmK95/p3zVwCKxbh7SZmTHK6NIMcdJJlw55lJlHK4ysjhFnSY415lRR3VS8oUDqaJIirV9ZfuRSMyxc3pk+rINXWxcjoy0gKSlj1YWElKpYozWIg0qNjNaBqGkkuwB183idnge1dpA3gzudgoAZOx9WWLvJuYjJ1nptNCMlsVe+XRBhAO56XlXQBLL0nCawDSM53cAfRkbnnlpANioNdf2LHTFFnYCuclad3L/2fzPCtfRi2vcI41Ac5bgPt6nxqz/BC0DRw21h8ObH/d6oL8oEoSKttY5eZlnWpMnMKArL+mvA786Q8lkrCJFy9vw3CzzGIQD421h77wg3YYIyimeEc/IAAw3x2+oCRV5N5MmA6nptHeOlwSx4Y4qHzG6VZP4j35RQJvc1Z4p/9qZROhdkV5VsoXbXIO14p1zjLITGTl/KX8bu9VcfB68aQJoK6PUfYdoDPup44VCNU9mgsHgGofL6gUWqg4L+cNILSa0WlcJEjaHlzE1dAK7f03KS8Pnzq7NWB5HGsR/BZ4rj2Hhr8DlsfTRnpbAbPjwtz6EPCCPzdSfauJmXdS99JfA7P+3J3s7oEYGFysVGqVEwCRwhrndWxjll9SO680gEipRt6tlArDPBHiPNXbF/kltUMMLP82Uav1nf3+k+ROkySSnHKaU7by+x1m/JpyDIA48z49AFSSU7aIAdyfmT62lv4H/C/Q3fQBAE8Vf5amp4N45bpvfTPEylDU7sRMhwtJb7nTp1iZJu7RZ1g1x5Z19+wEoJTWD15D4WEjV4RcCH4tcoKX4tLyH7xvUD4ySQCo63Ea21qgMwgEAC26R6FBWkC1j3VqQouK048MAaAZTSMJCWz3IsEgLd+kfNITXC4sfg/0zgLrfeDkhRBewUi7OBoUJpvW28DZMaR5D+B/lKad8QdA9LFks7aPl8/NqOyXeN8AMIljqWWxe4OJoAFsbaUEYHddIJXQQHePtGAA7SYgANCvKJUQBPUhMQWg6y2ObC3ydu6jWcFf3zzgq3aOAJiXlOMMIZmX7VycXQGZlwnqsvUzAFQboSFjnqV65OvqPnqnwqor0Yo9Ykx6m7eQrA6NtWrFnAQrkfYLt0uYhw9qbVVP5/4n17aUsQ5P64sJuhvEAKamSM42xpC1IubFdFKXySiSWy94VB91dU2M7Ed3ltY3u9VHa8Ha5PqwFohX4Z2z9OxeL1rcHYUXxb3Rqt/gGwO7ckV5dZ7NNZ2flPOkXwwCWM1R5Wxjwos2G8GydVo9vz2w4tH1b+qTGzNzKTUvnM7x1klrnkSF3Y03i8Mz8my5X9dHR+U4Td5rykTD8AsikbHQhu9AUyy0WpZAaaIlkiLrVLOMTCsWCSBXjjQMAKuICTDQSlwqAKjuJSvXh3IAwH39wUtRwXcNFxnl84eDor++sZM17QphtmxHfueb/2UIAC3TAiKylPriK6WkobyBVkqJHxMvu+iHkPFZ82lp9P50PPzN4DzefamZf/njAwJAf3gx2xkovxU4fUstU7ktDn5SQH8e+yrhuJrKWGtEVEPjJwX8/nHRs/xu8ftcP2Dnn4W9wffG+yEr/N/GvwEI6I7up8eh0AAAAABJRU5ErkJggg==)

Aaack, I can’t read anything! Can’t I just see a few of them?

This is a problem I face frequently, so frequently that I wrote a helper  
function to handle this problem: sample\_n\_of(). This is not a very clever  
name, but it works. Below I call the function from my personal R package  
and plot just the data from four names.

# For reproducible blogging

set.seed(20180524)

top\_names %>%

tjmisc::sample\_n\_of(4, name) %>%

ggplot() +

aes(x = year, y = n) +

geom\_line() +

facet\_wrap("name")

![A plot with four faceted timeseries](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFAAAAAxCAAAAABo0nGOAAAAAXNCSVQI5gpbmQAABIFJREFUSImtl8tTG0cQxn/TO1qtkEC8wcgOxI5N2ZUE2+VHUkWqkkNyyT3/Zk455eQc4sIOxsbBzsEOxhBsXgFiIZB2dyaH3ZVWLwRV7ou+nfl61NPfTvessnxc0wk4eds0bqSdO3l82Gs5dVV3nvhn/zi/mw1mR09xfpgt9zu2fC/TOcJmm/Ay5qJW7mnR3D3SDlJtXg+V5DA4dML40QnjCScExCQjed+3NsURE4OGlww1IrQkZGzyTxawNjVi0xybgIaXRQObB36WQc8BlAAOMXJIIoxGxBGb4kQRNnkJGsiLoxg8IIg5BAm7BZjQ2BSnHcQLFovx48ewRg5FBCRCRKgOlACilBKb4rSDOMIqgGOMAQxgDBGqg2hP1lpj05x2EEW4set7XOwgiq8VPDg6/mEwGjmLKMpCqBSEBzpJr4612H/hfMVOdbBv6X4ASF/g10VpIqe8hnWydiOHb96WroDw8uS7rV/n1+8ZJheuDp4nh5HVc7j37eJRDl6pOTP0/aIyhtL0o/zsGXMowOHu1vZ2Y2GHuSc+z9auAYzdAOB27fRCs7yQHGFlYf+w7DLgxafy5XR/aH9zrwxlms7yMnO5IOh8lnlw01uYF0AGGsUhEWXpViIKLaBdlNqi3HHg0W2NeWZuSSwKDVECuzwhvV/s8oqeLCH28TwvTk4yMy7I/ZOHtwqSKl8HOxuB9rkjrYG1Rxg+nNerWxlbu+mmX5vj9eKF4WTBVwUv0D3qYS6oLVuwSq7rbvWwnsN34xUx8ZSYeMEWkA2DevVrIqe8CvUth5VT3wsAL/R7UVRBszI2DuC/a5rZUxnHtc39oqXrHZhMVqlmjrqqGe/Yp/Z2vQ/F6v3ToqlsGONmKy2c+parm8q2jrWA0WrZtvk1AzVTD88ptlUbdADBVilR0BVte1UbNHBsFWS6FNidPy+cu8BubxqPUpeudzimz931pqeBoEvXqzgB5+16kXVrUkrO3aQi65jDtTcTY+ul8+bwoCxC53vW/tyAflLqONXFNPBfrZaBjqLoUUTr84ryCXQTJQyQgdVLPURh/RJnFEUEmVmcPl2UX3Le9BlF2R42YLzyQDdRlr0bZvPLsb2FzR+jeFEWto6PXPq9DhfOpc8FMfbpnbjAtjYpu9Tny7/fKLtf/PmnqMBqoF+ywkinHFaNQQzVsEsOV6555dpsIKbffL02Wd9yXx+dr3Mm/r3x/Hrnd6TiMRg7jj+ajKRIi9Jqf3wR/Rbyz5WIKKWa599Mph7u/h6INLqeMW2Xpe2164V47/poxY5cbvTlcCOQgr/66VS6fPlP1cXxetd7fMlb30k3MglHppu6XtXLBbVngLKKT/KVI3cUunc9X/u7yelrB3vDCtDm0M125UTArVfwk7+P8pc9wPyl/akhgLXN/okxgNVqZaIEvN8JC58BvN/NBbMAJ68/DFzTQPWV2KlBUnfs7NiQdQFkquzmABh1JQJeoegBFFUsYjETf0BlJ4ajQxyMQA5SPaan2dflTH6mJ63DR2cXU+vbq84ZaB/7e/l/jxKvYKWROR4AAAAASUVORK5CYII=)

In this post, I walk through how this function works. It’s not very  
complicated: It relies on some light tidy evaluation plus one obscure dplyr  
function.

**Working through the function**

As usual, let’s start by sketching out the function we want to write:

sample\_n\_of <- function(data, size, ...) {

# quote the dots

dots <- quos(...)

# ...now make things happen...

}

where size are the number of groups to sample and ... are the columns names  
that define the groups. We use quos(...) to capture and quote those column  
names. ([As I wrote before](https://tjmahr.github.io/set-na-where-nonstandard-evaluation-use-case/),  
quotation is how we bottle up R code so we can deploy it for later.)

For interactive testing, suppose our dataset are the time series from the top 50  
names and we want data from a sample of 5 names. In this case, the values for  
the arguments would be:

data <- top\_names

size <- 5

dots <- quos(name)

A natural way to think about this problem is that we want to sample subgroups of  
the dataframe. First, we create a grouped version of the dataframe using  
group\_by(). The function group\_by() also takes a ... argument where the  
dots are typically names of columns in the dataframe. We want to take the  
names inside of our dots, unquote them and plug them in to where the ...  
goes in group\_by(). This is what the tidy evaluation world calls  
[*splicing*](https://dplyr.tidyverse.org/articles/programming.html#unquote-splicing).

Think of splicing as doing this:

# Demo function that counts the number of arguments in the dots

count\_args <- function(...) length(quos(...))

example\_dots <- quos(var1, var2, var2)

# Splicing turns the first form into the second one

count\_args(!!! example\_dots)

#> [1] 3

count\_args(var1, var2, var2)

#> [1] 3

So, we create a grouped dataframe by splicing our dots into the group\_by()  
function.

grouped <- data %>%

group\_by(!!! dots)

There is a helper function buried in dplyr called group\_indices() which  
returns the grouping index for each row in a grouped dataframe.

grouped %>%

tibble::add\_column(group\_index = group\_indices(grouped))

#> # A tibble: 6,407 x 6

#> # Groups: name [50]

#> year sex name n prop group\_index

#>

#> 1 1880 F Mary 7065 0.0724 33

#> 2 1880 F Anna 2604 0.0267 4

#> 3 1880 F Emma 2003 0.0205 19

#> 4 1880 F Elizabeth 1939 0.0199 17

#> 5 1880 F Margaret 1578 0.0162 32

#> 6 1880 F Sarah 1288 0.0132 45

#> 7 1880 F Laura 1012 0.0104 29

#> 8 1880 F Catherine 688 0.00705 11

#> 9 1880 F Helen 636 0.00652 21

#> 10 1880 F Frances 605 0.00620 20

#> # ... with 6,397 more rows

We can randomly sample five of the group indices and keep the rows for just  
those groups.

unique\_groups <- unique(group\_indices(grouped))

sampled\_groups <- sample(unique\_groups, size)

sampled\_groups

#> [1] 4 25 43 20 21

subset\_of\_the\_data <- data %>%

filter(group\_indices(grouped) %in% sampled\_groups)

subset\_of\_the\_data

#> # A tibble: 674 x 5

#> year sex name n prop

#>

#> 1 1880 F Anna 2604 0.0267

#> 2 1880 F Helen 636 0.00652

#> 3 1880 F Frances 605 0.00620

#> 4 1880 F Samantha 21 0.000215

#> 5 1881 F Anna 2698 0.0273

#> 6 1881 F Helen 612 0.00619

#> 7 1881 F Frances 586 0.00593

#> 8 1881 F Samantha 12 0.000121

#> 9 1881 F Karen 6 0.0000607

#> 10 1882 F Anna 3143 0.0272

#> # ... with 664 more rows

# Confirm that only five names are in the dataset

subset\_of\_the\_data %>%

distinct(name)

#> # A tibble: 5 x 1

#> name

#>

#> 1 Anna

#> 2 Helen

#> 3 Frances

#> 4 Samantha

#> 5 Karen

Putting these steps together, we get:

sample\_n\_of <- function(data, size, ...) {

dots <- quos(...)

group\_ids <- data %>%

group\_by(!!! dots) %>%

group\_indices()

sampled\_groups <- sample(unique(group\_ids), size)

data %>%

filter(group\_ids %in% sampled\_groups)

}

We can test that the function works as we might expect. Sampling 10 names  
returns the data for 10 names.

ten\_names <- top\_names %>%

sample\_n\_of(10, name) %>%

print()

#> # A tibble: 1,326 x 5

#> year sex name n prop

#>

#> 1 1880 F Sarah 1288 0.0132

#> 2 1880 F Frances 605 0.00620

#> 3 1880 F Rachel 166 0.00170

#> 4 1880 F Samantha 21 0.000215

#> 5 1880 F Deborah 12 0.000123

#> 6 1880 F Shirley 8 0.0000820

#> 7 1880 F Carol 7 0.0000717

#> 8 1880 F Jessica 7 0.0000717

#> 9 1881 F Sarah 1226 0.0124

#> 10 1881 F Frances 586 0.00593

#> # ... with 1,316 more rows

ten\_names %>%

distinct(name)

#> # A tibble: 10 x 1

#> name

#>

#> 1 Sarah

#> 2 Frances

#> 3 Rachel

#> 4 Samantha

#> 5 Deborah

#> 6 Shirley

#> 7 Carol

#> 8 Jessica

#> 9 Patricia

#> 10 Sharon

We can sample based on multiple columns too. Ten combinations of names and years  
should return just ten rows.

top\_names %>%

sample\_n\_of(10, name, year)

#> # A tibble: 10 x 5

#> year sex name n prop

#>

#> 1 1907 F Jessica 17 0.0000504

#> 2 1932 F Catherine 5446 0.00492

#> 3 1951 F Nicole 94 0.0000509

#> 4 1953 F Janet 17761 0.00921

#> 5 1970 F Sharon 9174 0.00501

#> 6 1983 F Melissa 23473 0.0131

#> 7 1989 F Brenda 2270 0.00114

#> 8 1989 F Pamela 1334 0.000670

#> 9 1994 F Samantha 22817 0.0117

#> 10 2014 F Kimberly 2891 0.00148

**Next steps**

There are a few tweaks we could make to this function. For example, in my  
package’s version, I warn the user when the number of groups is too large.

too\_many <- top\_names %>%

tjmisc::sample\_n\_of(100, name)

#> Warning: Sample size (100) is larger than number of groups (50). Using size

#> = 50.

My version also randomly samples *n* of the rows when there are no grouping  
variables provided.

top\_names %>%

tjmisc::sample\_n\_of(2)

#> # A tibble: 2 x 5

#> year sex name n prop

#>

#> 1 1934 F Stephanie 128 0.000118

#> 2 2007 F Mary 3674 0.00174

One open question is how to handle data that’s already grouped. The function we  
wrote above fails.

top\_names %>%

group\_by(name) %>%

sample\_n\_of(2, year)

#> Error in filter\_impl(.data, quo): Result must have length 136, not 6407

Is this a problem?

Here I think failure is okay because what do we think should happen? It’s not  
obvious. It should randomly choose 2 of the years for each name.  
Should it be the same two years? Then this should be fine.

top\_names %>%

sample\_n\_of(2, year)

#> # A tibble: 100 x 5

#> year sex name n prop

#>

#> 1 1970 F Jennifer 46160 0.0252

#> 2 1970 F Lisa 38965 0.0213

#> 3 1970 F Kimberly 34141 0.0186

#> 4 1970 F Michelle 34053 0.0186

#> 5 1970 F Amy 25212 0.0138

#> 6 1970 F Angela 24926 0.0136

#> 7 1970 F Melissa 23742 0.0130

#> 8 1970 F Mary 19204 0.0105

#> 9 1970 F Karen 16701 0.00912

#> 10 1970 F Laura 16497 0.00901

#> # ... with 90 more rows

Or, should those two years be randomly selected for each name? Then, we should  
let do() handle that. do() takes some code that returns a dataframe, applies  
it to each group, and returns the combined result.

top\_names %>%

group\_by(name) %>%

do(sample\_n\_of(., 2, year))

#> # A tibble: 100 x 5

#> # Groups: name [50]

#> year sex name n prop

#>

#> 1 1913 F Amanda 346 0.000528

#> 2 1953 F Amanda 428 0.000222

#> 3 1899 F Amy 281 0.00114

#> 4 1964 F Amy 9579 0.00489

#> 5 1916 F Angela 715 0.000659

#> 6 2005 F Angela 2893 0.00143

#> 7 1999 F Anna 9092 0.00467

#> 8 2011 F Anna 5649 0.00292

#> 9 1952 F Ashley 24 0.0000126

#> 10 2006 F Ashley 12340 0.00591

#> # ... with 90 more rows

I think raising an error and forcing the user to clarify their code is a better  
than choosing one of these options and not doing what the user expects.